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**Lab Questions to be practiced with test cases**

1.

You are given with an array arr which contains integer elements. Sort these elements in ascending order using insertion sort and print the 6th Iteration result.

Example:

Input:98,23,45,14,6,67,33,42

Output:6,14,23,33,45,67,98,42

Answer:

#include <stdio.h>

#define ARRAY\_SIZE 8

// Function to print the array

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++) {

if (i != 0) printf(",");

printf("%d", arr[i]);

}

printf("\n");

}

// Function to perform insertion sort and print the array after the 6th iteration

void insertionSortAndPrintIteration(int arr[], int size) {

int iterationCount = 0;

for (int i = 1; i < size; i++) {

int key = arr[i];

int j = i - 1;

// Move elements of arr[0..i-1], that are greater than key, to one position ahead of their current position

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j--;

}

arr[j + 1] = key;

// Increment the iteration count

iterationCount++;

// Print the array after the 6th iteration

if (iterationCount == 6) {

printArray(arr, size);

}

}

}

int main() {

int arr[ARRAY\_SIZE] = {98, 23, 45, 14, 6, 67, 33, 42};

// Perform insertion sort and print the result after the 6th iteration

insertionSortAndPrintIteration(arr, ARRAY\_SIZE);

return 0;

}

2.

You are given an undirected graph G(V, E) with N vertices and M edges. We need to

find the minimum number of edges between a given pair of vertices (u, v).

Examples:

Input: For given graph G. Find minimum number of edges between (1, 5).
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Output: 2

Explanation: (1, 2) and (2, 5) are the only edges resulting into shortest path between 1 and 5.

Answer:

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

#define MAX\_VERTICES 100

typedef struct {

int front, rear;

int data[MAX\_VERTICES];

} Queue;

void initQueue(Queue \*q) {

q->front = 0;

q->rear = -1;

}

bool isQueueEmpty(Queue \*q) {

return q->front > q->rear;

}

void enqueue(Queue \*q, int value) {

q->data[++q->rear] = value;

}

int dequeue(Queue \*q) {

return q->data[q->front++];

}

// Function to perform BFS and find the shortest path from u to v

int findShortestPath(int graph[MAX\_VERTICES][MAX\_VERTICES], int N, int u, int v) {

Queue q;

initQueue(&q);

int visited[MAX\_VERTICES] = {0};

int distance[MAX\_VERTICES] = {0};

enqueue(&q, u);

visited[u] = 1;

distance[u] = 0;

while (!isQueueEmpty(&q)) {

int current = dequeue(&q);

if (current == v) {

return distance[current];

}

for (int i = 0; i < N; i++) {

if (graph[current][i] == 1 && !visited[i]) {

visited[i] = 1;

distance[i] = distance[current] + 1;

enqueue(&q, i);

}

}

}

return -1; // Return -1 if there is no path from u to v

}

int main() {

int N = 6; // Number of vertices

int graph[MAX\_VERTICES][MAX\_VERTICES] = {0};

// Example graph initialization

// Graph (0-based index): 0 -- 1 -- 2 -- 3 -- 4

// | | | |

// 5 -- 6 7 8

graph[0][1] = 1; graph[1][0] = 1;

graph[1][2] = 1; graph[2][1] = 1;

graph[2][3] = 1; graph[3][2] = 1;

graph[3][4] = 1; graph[4][3] = 1;

graph[0][5] = 1; graph[5][0] = 1;

graph[1][6] = 1; graph[6][1] = 1;

graph[2][7] = 1; graph[7][2] = 1;

graph[3][8] = 1; graph[8][3] = 1;

int u = 0; // Start vertex

int v = 4; // End vertex

int minEdges = findShortestPath(graph, N, u, v);

if (minEdges != -1) {

printf("The minimum number of edges between %d and %d is %d.\n", u, v, minEdges);

} else {

printf("There is no path between %d and %d.\n", u, v);

}

return 0;

}

3.

Given the head of a singly linked list, return number of nodes present in a linked

Example 1:

1->2->3->5->8

Output 5

Answer:

#include <stdio.h>

#include <stdlib.h>

// Define the structure for a linked list node

typedef struct Node {

int data;

struct Node\* next;

} Node;

// Function to create a new node

Node\* createNode(int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->data = data;

newNode->next = NULL;

return newNode;

}

// Function to count the number of nodes in the linked list

int countNodes(Node\* head) {

int count = 0;

Node\* current = head;

while (current != NULL) {

count++;

current = current->next;

}

return count;

}

// Function to print the linked list

void printList(Node\* head) {

Node\* current = head;

while (current != NULL) {

printf("%d -> ", current->data);

current = current->next;

}

printf("NULL\n");

}

int main() {

// Create a linked list: 1 -> 2 -> 3 -> 5 -> 8

Node\* head = createNode(1);

head->next = createNode(2);

head->next->next = createNode(3);

head->next->next->next = createNode(5);

head->next->next->next->next = createNode(8);

// Print the linked list

printf("Linked list: ");

printList(head);

// Count the number of nodes

int numNodes = countNodes(head);

printf("Number of nodes: %d\n", numNodes);

// Free the allocated memory

Node\* current = head;

Node\* nextNode;

while (current != NULL) {

nextNode = current->next;

free(current);

current = nextNode;

}

return 0;

}

4.

Given a number n. the task is to print the Fibonacci series and the sum of the series using recursion.

input: n=10

output: Fibonacci series

0, 1, 1, 2, 3, 5, 8, 13, 21, 34

Sum: 88

Answer:

#include <stdio.h>

// Function to compute Fibonacci number recursively

int fibonacci(int n) {

if (n <= 1) {

return n;

}

return fibonacci(n - 1) + fibonacci(n - 2);

}

// Function to compute the sum of Fibonacci numbers up to the nth term

int fibonacciSum(int n) {

if (n <= 0) {

return 0;

}

return fibonacci(n - 1) + fibonacciSum(n - 1);

}

// Function to print the Fibonacci series up to the nth term

void printFibonacciSeries(int n) {

printf("Fibonacci series:\n");

for (int i = 0; i < n; i++) {

printf("%d", fibonacci(i));

if (i < n - 1) {

printf(", ");

}

}

printf("\n");

}

int main() {

int n = 10; // Number of terms in the Fibonacci series

printFibonacciSeries(n);

// Calculate the sum of the first n Fibonacci numbers

int sum = fibonacciSum(n);

printf("Sum: %d\n", sum);

return 0;

}

5.

You are given an array arr in increasing order. Find the element x from arr using binary search.

Example 1: arr={ 1,5,6,7,9,10},X=6

Output : Element found at location 2

Example 2: arr={ 1,5,6,7,9,10},X=11

Output : Element not found at location 2

Answer:

#include <stdio.h>

// Function to perform binary search

int binarySearch(int arr[], int size, int x) {

int left = 0;

int right = size - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

// Check if x is present at mid

if (arr[mid] == x) {

return mid;

}

// If x is greater, ignore the left half

if (arr[mid] < x) {

left = mid + 1;

}

// If x is smaller, ignore the right half

else {

right = mid - 1;

}

}

// Element is not present in array

return -1;

}

int main() {

int arr[] = {1, 5, 6, 7, 9, 10};

int size = sizeof(arr) / sizeof(arr[0]);

int x = 6; // Element to search for

int result = binarySearch(arr, size, x);

if (result != -1) {

printf("Element found at location %d\n", result);

} else {

printf("Element not found\n");

}

return 0;

}

6.

Write a program to traverse the nodes present in the following tree in inorder and postorder traversal
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Answer:

#include <stdio.h>

#include <stdlib.h>

// Define the structure for a tree node

typedef struct TreeNode {

int data;

struct TreeNode\* left;

struct TreeNode\* right;

} TreeNode;

// Function to create a new tree node

TreeNode\* createNode(int data) {

TreeNode\* newNode = (TreeNode\*)malloc(sizeof(TreeNode));

newNode->data = data;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// Inorder Traversal function

void inorderTraversal(TreeNode\* root) {

if (root == NULL) {

return;

}

inorderTraversal(root->left);

printf("%d ", root->data);

inorderTraversal(root->right);

}

// Postorder Traversal function

void postorderTraversal(TreeNode\* root) {

if (root == NULL) {

return;

}

postorderTraversal(root->left);

postorderTraversal(root->right);

printf("%d ", root->data);

}

int main() {

// Creating a simple tree:

// 1

// / \

// 2 3

// / \

// 4 5

TreeNode\* root = createNode(1);

root->left = createNode(2);

root->right = createNode(3);

root->left->left = createNode(4);

root->left->right = createNode(5);

printf("Inorder Traversal:\n");

inorderTraversal(root);

printf("\n");

printf("Postorder Traversal:\n");

postorderTraversal(root);

printf("\n");

// Freeing allocated memory (not shown here for simplicity)

return 0;

}

7.

Given a string s, sort it in ascending order and find the starting index of repeated character

Input: s = "tree"

Output: "eert", starting index 0

Input: s = "kkj"

Output: "jkk", starting index : 1

Example 2:

Input: s = "cccaaa"

Output: "aaaccc", starting index 0,3

Example 3:

Input: s = "Aabb"

Output: "bbAa",starting index 0,2

Answer:

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <string.h>**

**// Function to compare characters for qsort**

**int compareChars(const void \*a, const void \*b) {**

**return (\*(char \*)a - \*(char \*)b);**

**}**

**// Function to sort the string in ascending order**

**void sortString(char \*str) {**

**int length = strlen(str);**

**qsort(str, length, sizeof(char), compareChars);**

**}**

**// Function to find the starting index of repeated characters**

**int findRepeatingIndex(char \*str) {**

**int length = strlen(str);**

**for (int i = 0; i < length - 1; i++) {**

**if (str[i] == str[i + 1]) {**

**return i;**

**}**

**}**

**return -1; // Return -1 if no repetition is found**

**}**

**int main() {**

**char str[100];**

**printf("Enter a string: ");**

**scanf("%s", str);**

**// Sort the string**

**sortString(str);**

**// Find the starting index of repeated characters**

**int repeatIndex = findRepeatingIndex(str);**

**printf("Sorted string: %s\n", str);**

**if (repeatIndex != -1) {**

**printf("Starting index of repeated character: %d\n", repeatIndex);**

**} else {**

**printf("No repeated characters found.\n");**

**}**

**return 0;**

**}**

8.

Given the head of a singly linked list, return true if it is a palindrome or false otherwise.

Example 1:

Input: head = [1,2,2,1]

Output: true

Example 2:

Input: head = [1,2]

Output: false

Input: R->A->D->A->R->NULL

Output: Yes

Input: C->O->D->E->NULL

Output: No

Answer:

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

// Definition of a linked list node

typedef struct ListNode {

int data;

struct ListNode\* next;

} ListNode;

// Function to create a new node

ListNode\* createNode(int data) {

ListNode\* newNode = (ListNode\*)malloc(sizeof(ListNode));

newNode->data = data;

newNode->next = NULL;

return newNode;

}

// Function to print the linked list

void printList(ListNode\* head) {

ListNode\* temp = head;

while (temp != NULL) {

printf("%d ", temp->data);

temp = temp->next;

}

printf("\n");

}

// Function to find the middle of the linked list

ListNode\* findMiddle(ListNode\* head) {

ListNode\* slow = head;

ListNode\* fast = head;

while (fast != NULL && fast->next != NULL) {

slow = slow->next;

fast = fast->next->next;

}

return slow;

}

// Function to reverse a linked list

ListNode\* reverseList(ListNode\* head) {

ListNode\* prev = NULL;

ListNode\* current = head;

ListNode\* next = NULL;

while (current != NULL) {

next = current->next;

current->next = prev;

prev = current;

current = next;

}

return prev;

}

// Function to check if the linked list is a palindrome

bool isPalindrome(ListNode\* head) {

if (head == NULL || head->next == NULL) {

return true;

}

// Find the middle of the list

ListNode\* middle = findMiddle(head);

// Reverse the second half

ListNode\* secondHalf = reverseList(middle);

// Compare the first half and the reversed second half

ListNode\* firstHalf = head;

while (secondHalf != NULL) {

if (firstHalf->data != secondHalf->data) {

return false;

}

firstHalf = firstHalf->next;

secondHalf = secondHalf->next;

}

return true;

}

int main() {

// Create a linked list: 1 -> 2 -> 2 -> 1

ListNode\* head = createNode(1);

head->next = createNode(2);

head->next->next = createNode(2);

head->next->next->next = createNode(1);

// Check if the list is a palindrome

bool result = isPalindrome(head);

printf("Is palindrome: %s\n", result ? "true" : "false");

// Free allocated memory (not shown here for simplicity)

return 0;

}

9.

Given the root of a binary search tree and K as input, find Kth smallest element in BST.

For example, in the following BST,

![123](data:image/gif;base64,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)

if k = 3, then the output should be 10, and

if k = 5, then the output should be 14.

Sample:
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Input: root = [3,1,4,null,2], k = 1

Output: 1

Input: root = [5,3,6,2,4,null,null,1], k = 3

Output: 3

Answer:

#include <stdio.h>

#include <stdlib.h>

// Definition of a binary tree node

typedef struct TreeNode {

int data;

struct TreeNode\* left;

struct TreeNode\* right;

} TreeNode;

// Function to create a new tree node

TreeNode\* createNode(int data) {

TreeNode\* newNode = (TreeNode\*)malloc(sizeof(TreeNode));

newNode->data = data;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// In-order traversal to find Kth smallest element

void inorderTraversal(TreeNode\* root, int\* count, int k, int\* result) {

if (root == NULL) {

return;

}

// Traverse the left subtree

inorderTraversal(root->left, count, k, result);

// Visit the current node

(\*count)++;

if (\*count == k) {

\*result = root->data;

return;

}

// Traverse the right subtree

inorderTraversal(root->right, count, k, result);

}

// Function to find Kth smallest element in BST

int findKthSmallest(TreeNode\* root, int k) {

int count = 0;

int result = -1; // Initialize result to -1 or any value that indicates "not found"

inorderTraversal(root, &count, k, &result);

return result;

}

int main() {

// Create a sample BST

// 5

// / \

// 3 7

// / \ \

// 2 4 8

TreeNode\* root = createNode(5);

root->left = createNode(3);

root->right = createNode(7);

root->left->left = createNode(2);

root->left->right = createNode(4);

root->right->right = createNode(8);

int k = 3;

int kthSmallest = findKthSmallest(root, k);

if (kthSmallest != -1) {

printf("The %dth smallest element in the BST is: %d\n", k, kthSmallest);

} else {

printf("The %dth smallest element does not exist in the BST.\n", k);

}

// Free allocated memory (not shown here for simplicity)

return 0;

}

10.

Given a string s, find the frequency of characters

Example 1:

Input: s = "tree"

Output t->1, r->1, e->2

Answer:

#include <stdio.h>

#include <string.h>

// Function to find and print the frequency of characters in a string

void findCharacterFrequency(const char \*s) {

int freq[256] = {0}; // Array to store frequency of each character

int length = strlen(s);

// Count the frequency of each character

for (int i = 0; i < length; i++) {

freq[(unsigned char)s[i]]++;

}

// Print the frequency of each character

printf("Character frequencies:\n");

for (int i = 0; i < 256; i++) {

if (freq[i] > 0) {

printf("%c->%d\n", i, freq[i]);

}

}

}

int main() {

char s[100];

printf("Enter a string: ");

scanf("%99s", s); // Read input string

findCharacterFrequency(s);

return 0;

}

11.

Given an unsorted array arr[] with both positive and negative elements, the task

is to find the smallest positive number missing from the array.

Input: arr[] = {2, 3, 7, 6, 8, -1, -10, 15}

Output: 1

Input: arr[] = { 2, 3, -7, 6, 8, 1, -10, 15 }

Output: 4

Input: arr[] = {1, 1, 0, -1, -2}

Output: 2

Answer:

#include <stdio.h>

// Function to find the smallest positive missing number

int findSmallestMissingPositive(int arr[], int size) {

// Step 1: Replace negative numbers and zeros with a placeholder value

for (int i = 0; i < size; i++) {

if (arr[i] <= 0 || arr[i] > size) {

arr[i] = size + 1; // Out of the range of interest

}

}

// Step 2: Mark the presence of elements

for (int i = 0; i < size; i++) {

int num = abs(arr[i]);

if (num <= size) {

if (arr[num - 1] > 0) {

arr[num - 1] = -arr[num - 1]; // Mark as present

}

}

}

// Step 3: Find the smallest missing positive number

for (int i = 0; i < size; i++) {

if (arr[i] > 0) {

return i + 1;

}

}

// If no missing number found in the range, return size + 1

return size + 1;

}

int main() {

int arr1[] = {2, 3, 7, 6, 8, -1, -10, 15};

int size1 = sizeof(arr1) / sizeof(arr1[0]);

printf("Smallest missing positive number: %d\n", findSmallestMissingPositive(arr1, size1));

int arr2[] = {2, 3, -7, 6, 8, 1, -10, 15};

int size2 = sizeof(arr2) / sizeof(arr2[0]);

printf("Smallest missing positive number: %d\n", findSmallestMissingPositive(arr2, size2));

int arr3[] = {1, 1, 0, -1, -2};

int size3 = sizeof(arr3) / sizeof(arr3[0]);

printf("Smallest missing positive number: %d\n", findSmallestMissingPositive(arr3, size3));

return 0;

}

12.

Given two integer arrays preorder and inorder where preorder is the preorder

traversal of a binary tree and inorder is the inorder traversal of the same tree,

construct and return the binary tree.
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Input: preorder = [3,9,20,15,7], inorder = [9,3,15,20,7]

Output: [3,9,20,null,null,15,7]

Answer:

#include <stdio.h>

#include <stdlib.h>

// Definition of a binary tree node

typedef struct TreeNode {

int val;

struct TreeNode\* left;

struct TreeNode\* right;

} TreeNode;

// Function to create a new tree node

TreeNode\* createNode(int val) {

TreeNode\* newNode = (TreeNode\*)malloc(sizeof(TreeNode));

newNode->val = val;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// Function to search for an element in the array

int search(int arr[], int start, int end, int value) {

for (int i = start; i <= end; i++) {

if (arr[i] == value) {

return i;

}

}

return -1;

}

// Recursive function to build the tree

TreeNode\* buildTree(int\* preorder, int\* inorder, int inorderStart, int inorderEnd, int\* preorderIndex, int size) {

if (inorderStart > inorderEnd) {

return NULL;

}

// Create the root node with the current value in preorder

TreeNode\* root = createNode(preorder[\*preorderIndex]);

(\*preorderIndex)++;

// If the tree has only one node

if (inorderStart == inorderEnd) {

return root;

}

// Find the index of this node in inorder traversal

int inorderIndex = search(inorder, inorderStart, inorderEnd, root->val);

// Build the left and right subtrees

root->left = buildTree(preorder, inorder, inorderStart, inorderIndex - 1, preorderIndex, size);

root->right = buildTree(preorder, inorder, inorderIndex + 1, inorderEnd, preorderIndex, size);

return root;

}

// Function to print the tree in level-order traversal

void printLevelOrder(TreeNode\* root) {

if (root == NULL) {

return;

}

// Use a queue to print the nodes level by level

TreeNode\* queue[100];

int front = 0, rear = 0;

queue[rear++] = root;

while (front < rear) {

TreeNode\* current = queue[front++];

printf("%d ", current->val);

if (current->left != NULL) {

queue[rear++] = current->left;

}

if (current->right != NULL) {

queue[rear++] = current->right;

}

}

printf("\n");

}

int main() {

int preorder[] = {3, 9, 20, 15, 7};

int inorder[] = {9, 3, 15, 20, 7};

int size = sizeof(preorder) / sizeof(preorder[0]);

int preorderIndex = 0;

TreeNode\* root = buildTree(preorder, inorder, 0, size - 1, &preorderIndex, size);

printf("Level-order traversal of the constructed tree:\n");

printLevelOrder(root);

return 0;

}

13.

Write a program to create and display a linked list

Example 1:

Nodes : 6,7,8,9

Output: 6->7->8->9

Answer:

#include <stdio.h>

#include <stdlib.h>

// Definition of a linked list node

typedef struct Node {

int data;

struct Node\* next;

} Node;

// Function to create a new node

Node\* createNode(int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

if (newNode == NULL) {

printf("Memory allocation failed\n");

exit(1);

}

newNode->data = data;

newNode->next = NULL;

return newNode;

}

// Function to insert a new node at the end of the list

void appendNode(Node\*\* head, int data) {

Node\* newNode = createNode(data);

if (\*head == NULL) {

\*head = newNode;

return;

}

Node\* temp = \*head;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newNode;

}

// Function to display the linked list

void displayList(Node\* head) {

Node\* temp = head;

while (temp != NULL) {

printf("%d", temp->data);

if (temp->next != NULL) {

printf("->");

}

temp = temp->next;

}

printf("\n");

}

int main() {

Node\* head = NULL;

// Insert nodes into the linked list

appendNode(&head, 6);

appendNode(&head, 7);

appendNode(&head, 8);

appendNode(&head, 9);

// Display the linked list

printf("Linked List:\n");

displayList(head);

// Free the allocated memory (optional, but good practice)

Node\* temp;

while (head != NULL) {

temp = head;

head = head->next;

free(temp);

}

return 0;

}

14.

Write a program to sort the below numbers in descending order using bubble sort

Input 4,7,9,1,2

Output:9,7,4,2,1

Answer:

#include <stdio.h>

// Function to perform Bubble Sort in descending order

void bubbleSortDescending(int arr[], int size) {

int i, j, temp;

for (i = 0; i < size - 1; i++) {

for (j = 0; j < size - i - 1; j++) {

if (arr[j] < arr[j + 1]) {

// Swap if the element found is less than the next element

temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

}

}

}

}

// Function to print the array

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++) {

printf("%d", arr[i]);

if (i < size - 1) {

printf(",");

}

}

printf("\n");

}

int main() {

int arr[] = {4, 7, 9, 1, 2}; // Input array

int size = sizeof(arr) / sizeof(arr[0]); // Calculate the size of the array

// Perform Bubble Sort

bubbleSortDescending(arr, size);

// Print the sorted array

printf("Output: ");

printArray(arr, size);

return 0;

}

15.

Given an array of size N-1 such that it only contains distinct integers in the

range of 1 to N. Find the missing element.

Input:

N = 5

A[] = {1,2,3,5}

Output: 4

Input:

N = 10

A[] = {6,1,2,8,3,4,7,10,5}

Output: 9

Answer:

#include <stdio.h>

// Function to find the missing number

int findMissingNumber(int arr[], int size, int N) {

int totalSum = (N \* (N + 1)) / 2; // Sum of first N natural numbers

int arraySum = 0;

// Calculate the sum of elements in the array

for (int i = 0; i < size; i++) {

arraySum += arr[i];

}

// The missing number

return totalSum - arraySum;

}

int main() {

int N, size;

// Example 1

N = 5;

int arr1[] = {1, 2, 3, 5};

size = sizeof(arr1) / sizeof(arr1[0]);

printf("Missing number in array [1, 2, 3, 5] with N = %d is %d\n", N, findMissingNumber(arr1, size, N));

// Example 2

N = 10;

int arr2[] = {6, 1, 2, 8, 3, 4, 7, 10, 5};

size = sizeof(arr2) / sizeof(arr2[0]);

printf("Missing number in array [6, 1, 2, 8, 3, 4, 7, 10, 5] with N = %d is %d\n", N, findMissingNumber(arr2, size, N));

return 0;

}

16.

Write a program to find odd number present in the data part of a node

Example Linked List 1->2->3->7

Output: 1,3,7

Answer:

#include <stdio.h>

#include <stdlib.h>

// Definition of a linked list node

typedef struct Node {

int data;

struct Node\* next;

} Node;

// Function to create a new node

Node\* createNode(int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

if (newNode == NULL) {

printf("Memory allocation failed\n");

exit(1);

}

newNode->data = data;

newNode->next = NULL;

return newNode;

}

// Function to append a new node to the end of the list

void appendNode(Node\*\* head, int data) {

Node\* newNode = createNode(data);

if (\*head == NULL) {

\*head = newNode;

return;

}

Node\* temp = \*head;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newNode;

}

// Function to print odd numbers from the linked list

void printOddNumbers(Node\* head) {

Node\* temp = head;

int first = 1; // To handle formatting for the first element

while (temp != NULL) {

if (temp->data % 2 != 0) { // Check if the data is odd

if (!first) {

printf(",");

}

printf("%d", temp->data);

first = 0;

}

temp = temp->next;

}

printf("\n");

}

// Function to free the linked list

void freeList(Node\* head) {

Node\* temp;

while (head != NULL) {

temp = head;

head = head->next;

free(temp);

}

}

int main() {

Node\* head = NULL;

// Insert nodes into the linked list

appendNode(&head, 1);

appendNode(&head, 2);

appendNode(&head, 3);

appendNode(&head, 7);

// Print odd numbers

printf("Odd numbers in the linked list:\n");

printOddNumbers(head);

// Free the allocated memory

freeList(head);

return 0;

}

17.

Write a program to perform insert and delete operations in a queue

Example : 12,34,56,78

After insertion of 60 content of the queue is 12,34,56,78,60

After deletion of 12 , the contents of the queue : 34,56,78,60

Answer:

#include <stdio.h>

#include <stdlib.h>

#define MAX 100 // Define maximum size of the queue

// Define the queue structure

typedef struct Queue {

int front, rear, size;

int items[MAX];

} Queue;

// Function to initialize the queue

void initializeQueue(Queue\* q) {

q->front = 0;

q->rear = -1;

q->size = 0;

}

// Function to check if the queue is empty

int isEmpty(Queue\* q) {

return (q->size == 0);

}

// Function to check if the queue is full

int isFull(Queue\* q) {

return (q->size == MAX);

}

// Function to add an element to the queue

void enqueue(Queue\* q, int value) {

if (isFull(q)) {

printf("Queue is full. Cannot insert %d\n", value);

return;

}

q->rear = (q->rear + 1) % MAX;

q->items[q->rear] = value;

q->size++;

}

// Function to remove an element from the queue

int dequeue(Queue\* q) {

if (isEmpty(q)) {

printf("Queue is empty. Cannot delete\n");

return -1;

}

int item = q->items[q->front];

q->front = (q->front + 1) % MAX;

q->size--;

return item;

}

// Function to display the queue

void displayQueue(Queue\* q) {

if (isEmpty(q)) {

printf("Queue is empty\n");

return;

}

printf("Queue contents: ");

for (int i = 0; i < q->size; i++) {

int index = (q->front + i) % MAX;

printf("%d", q->items[index]);

if (i < q->size - 1) {

printf(", ");

}

}

printf("\n");

}

int main() {

Queue q;

initializeQueue(&q);

// Insert elements into the queue

enqueue(&q, 12);

enqueue(&q, 34);

enqueue(&q, 56);

enqueue(&q, 78);

printf("After insertion of 60\n");

displayQueue(&q);

// Insert an element

enqueue(&q, 60);

printf("Content of the queue after inserting 60:\n");

displayQueue(&q);

// Delete an element

int deletedElement = dequeue(&q);

printf("After deletion of %d, the contents of the queue:\n", deletedElement);

displayQueue(&q);

return 0;

}

18.

Given a string s containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

An input string is valid if:

1. Open brackets must be closed by the same type of brackets.

2. Open brackets must be closed in the correct order.

Input: s = "()"

Output: true

Input: s = "()[]{}"

Output: true

Input: s = "(]"

Output: false

Input: s = "([)]"

Output: false

Input: s = "{[]}"

Output: true

Answer:

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

#define MAX 100 // Define maximum size for the stack

// Define a structure for the stack

typedef struct Stack {

int top;

char items[MAX];

} Stack;

// Function to initialize the stack

void initStack(Stack\* s) {

s->top = -1;

}

// Function to push an item onto the stack

void push(Stack\* s, char item) {

if (s->top < MAX - 1) {

s->items[++(s->top)] = item;

} else {

printf("Stack overflow\n");

exit(EXIT\_FAILURE);

}

}

// Function to pop an item from the stack

char pop(Stack\* s) {

if (s->top >= 0) {

return s->items[(s->top)--];

} else {

printf("Stack underflow\n");

exit(EXIT\_FAILURE);

}

}

// Function to check if the stack is empty

bool isEmpty(Stack\* s) {

return s->top == -1;

}

// Function to check if the given character is an opening bracket

bool isOpeningBracket(char c) {

return c == '(' || c == '{' || c == '[';

}

// Function to check if the given character is a closing bracket

bool isClosingBracket(char c) {

return c == ')' || c == '}' || c == ']';

}

// Function to check if two brackets are matching pairs

bool isMatchingPair(char opening, char closing) {

return (opening == '(' && closing == ')') ||

(opening == '{' && closing == '}') ||

(opening == '[' && closing == ']');

}

// Function to check if the string of brackets is valid

bool isValid(char\* s) {

Stack stack;

initStack(&stack);

for (int i = 0; s[i] != '\0'; i++) {

char current = s[i];

if (isOpeningBracket(current)) {

push(&stack, current);

} else if (isClosingBracket(current)) {

if (isEmpty(&stack)) {

return false;

}

char top = pop(&stack);

if (!isMatchingPair(top, current)) {

return false;

}

} else {

printf("Invalid character in string\n");

return false;

}

}

return isEmpty(&stack);

}

int main() {

char s1[] = "()";

char s2[] = "()[]{}";

char s3[] = "(]";

char s4[] = "([)]";

char s5[] = "{[]}";

printf("Input: %s\nOutput: %s\n", s1, isValid(s1) ? "true" : "false");

printf("Input: %s\nOutput: %s\n", s2, isValid(s2) ? "true" : "false");

printf("Input: %s\nOutput: %s\n", s3, isValid(s3) ? "true" : "false");

printf("Input: %s\nOutput: %s\n", s4, isValid(s4) ? "true" : "false");

printf("Input: %s\nOutput: %s\n", s5, isValid(s5) ? "true" : "false");

return 0;

}

19.

Given a number n, the task is to print the Fibonacci series and the sum of the series using Iterative procedure.

input n=10

output

Fibonacci series

0, 1, 1, 2, 3, 5, 8, 13, 21, 34

Sum: 88

Answer:

#include <stdio.h>

int main() {

int n = 10; // You can change this to any positive integer value

int a = 0, b = 1, c;

int sum = 0;

// Print the Fibonacci series

printf("Fibonacci series:\n");

// Print the first Fibonacci number

if (n > 0) {

printf("%d", a);

sum += a;

}

// Print the second Fibonacci number

if (n > 1) {

printf(", %d", b);

sum += b;

}

// Compute and print the rest of the Fibonacci series

for (int i = 2; i < n; i++) {

c = a + b;

printf(", %d", c);

sum += c;

a = b;

b = c;

}

// Print the sum of the Fibonacci series

printf("\nSum: %d\n", sum);

return 0;

}

20.

Given two strings needle and haystack, return the index of the first occurrence

of needle in haystack, or -1 if needle is not part of haystack.

Example 1:

Input: haystack = "sadbutsad", needle = "sad"

Output: 0

Explanation: "sad" occurs at index 0 and 6.

The first occurrence is at index 0, so we return 0.

Input: haystack = "leetcode", needle = "leeto"

Output: -1

Explanation: "leeto" did not occur in "leetcode", so we return -1.

Answer:

#include <stdio.h>

#include <string.h>

// Function to find the index of the first occurrence of needle in haystack

int strStr(const char \*haystack, const char \*needle) {

// Use strstr to find the first occurrence of needle in haystack

char \*ptr = strstr(haystack, needle);

// If needle is not found, return -1

if (ptr == NULL) {

return -1;

}

// Calculate the index of the first occurrence

return ptr - haystack;

}

int main() {

// Example 1

char haystack1[] = "sadbutsad";

char needle1[] = "sad";

printf("Input: haystack = \"%s\", needle = \"%s\"\n", haystack1, needle1);

printf("Output: %d\n", strStr(haystack1, needle1)); // Output: 0

// Example 2

char haystack2[] = "leetcode";

char needle2[] = "leeto";

printf("Input: haystack = \"%s\", needle = \"%s\"\n", haystack2, needle2);

printf("Output: %d\n", strStr(haystack2, needle2)); // Output: -1

return 0;

}